**Write a Java program to find the nodes which are at the maximum distance in a Binary Tree.**

**import** java.util.ArrayList;

**public** **class** MaxDistance {

**public** **static** **class** Node{

**int** data;

Node left;

Node right;

**public** Node(**int** data){

**this**.data = data;

**this**.left = **null**;

**this**.right = **null**;

}

}

**public** Node root;

**int**[] treeArray;

**int** index = 0;

**public** MaxDistance(){

root = **null**;

}

**public** **int** calculateSize(Node node)

{

**int** size = 0;

**if** (node == **null**)

**return** 0;

**else** {

size = calculateSize (node.left) + calculateSize (node.right) + 1;

**return** size;

}

}

**public** **void** convertBTtoArray(Node node) {

**if**(root == **null**){

System.***out***.println("Tree is empty");

**return**;

}

**else** {

**if**(node.left != **null**)

convertBTtoArray(node.left);

treeArray[index] = node.data;

index++;

**if**(node.right != **null**)

convertBTtoArray(node.right);

}

}

**public** **int** getDistance(Node temp, **int** n1) {

**if** (temp != **null**) {

**int** x = 0;

**if** ((temp.data == n1) || (x = getDistance(temp.left, n1)) > 0

|| (x = getDistance(temp.right, n1)) > 0) {

**return** x + 1;

}

**return** 0;

}

**return** 0;

}

**public** Node lowestCommonAncestor(Node temp, **int** node1, **int** node2) {

**if** (temp != **null**) {

**if** (temp.data == node1 || temp.data == node2) {

**return** temp;

}

Node left = lowestCommonAncestor(temp.left, node1, node2);

Node right = lowestCommonAncestor(temp.right, node1, node2);

**if** (left != **null** && right != **null**) {

**return** temp;

}

**if** (left != **null**) {

**return** left;

}

**if** (right != **null**) {

**return** right;

}

}

**return** **null**;

}

**public** **int** findDistance(**int** node1, **int** node2) {

**int** d1 = getDistance(root, node1) - 1;

**int** d2 = getDistance(root, node2) - 1;

Node ancestor = lowestCommonAncestor(root, node1, node2);

**int** d3 = getDistance(root, ancestor.data) - 1;

**return** (d1 + d2) - 2 \* d3;

}

**public** **void** nodesAtMaxDistance(Node node) {

**int** maxDistance = 0, distance = 0;

ArrayList<Integer> arr = **new** ArrayList<>();

**int** treeSize = calculateSize(node);

treeArray = **new** **int**[treeSize];

convertBTtoArray(node);

**for**(**int** i = 0; i < treeArray.length; i++) {

**for**(**int** j = i; j < treeArray.length; j++) {

distance = findDistance(treeArray[i], treeArray[j]);

**if**(distance > maxDistance) {

maxDistance = distance;

arr.clear();

arr.add(treeArray[i]);

arr.add(treeArray[j]);

}

**else** **if**(distance == maxDistance) {

arr.add(treeArray[i]);

arr.add(treeArray[j]);

}

}

}

System.***out***.println("Nodes which are at maximum distance: ");

**for**(**int** i = 0; i < arr.size(); i = i + 2) {

System.***out***.println("( " + arr.get(i) + "," + arr.get(i+1) + " )");

}

}

**public** **static** **void** main(String[] args) {

MaxDistance bt = **new** MaxDistance();

bt.root = **new** Node(1);

bt.root.left = **new** Node(2);

bt.root.right = **new** Node(3);

bt.root.left.left = **new** Node(4);

bt.root.left.right = **new** Node(5);

bt.root.right.left = **new** Node(6);

bt.root.right.right = **new** Node(7);

bt.root.right.right.left = **new** Node(8);

bt.root.right.right.right = **new** Node(9);

bt.nodesAtMaxDistance(bt.root);

}

}

**Output:**
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